**Exercise 1: Implementing the Singleton Pattern**

**Code:**

package basic;

// Step 2: Define a Singleton Class

// Logger class ensures only one instance exists across the application

class Logger {

    // Step 3: Implement Singleton Pattern

    // Static instance created eagerly (eager initialization)

    private static Logger instance = new Logger();

    // Private constructor prevents external instantiation

    private Logger() {

        System.out.println("Singleton Logger Class Instantiated");

    }

    // Public static method to return the single instance

    public static Logger getInstance() {

        return instance;

    }

    // Method to simulate logging functionality

    public void log(String message) {

        System.out.println("Log: " + message);

    }

}

// Step 4: Test the Singleton Implementation

public class LoggerTest {

    public static void main(String[] args) {

        // Get Logger instance using getInstance()

        Logger logger1 = Logger.getInstance();

        Logger logger2 = Logger.getInstance();

        // Logging using both references

        logger1.log("Log message of Logger1");

        logger2.log("Log message of Logger2");

        // Check if both references point to the same object

        if (logger1 == logger2) {

            System.out.println("Both instances are same, Logger is a Singleton Pattern Class");

        } else {

            System.out.println("Both instances are not same, Logger is not a Singleton Pattern Class");

        }

    }

}

**Output:**
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**Exercise 2: Implementing the Factory Method Pattern**

**Code:**

package basic;

// Step 2: Define Document Interface

// This interface will be implemented by all document types

interface Document {

public void open();

}

// Step 3: Create Concrete Document Classes

// Concrete class for Word document

class WordDocument implements Document {

public WordDocument() {

System.***out***.println("Word Document Created.");

}

*@Override*

public void open() {

System.***out***.println("Opening Word Document...");

}

}

// Concrete class for PDF document

class PdfDocument implements Document {

public PdfDocument() {

System.***out***.println("Pdf Document Created.");

}

*@Override*

public void open() {

System.***out***.println("Opening Pdf Document...");

}

}

// Concrete class for Excel document

class ExcelDocument implements Document {

public ExcelDocument() {

System.***out***.println("Excel Document Created.");

}

*@Override*

public void open() {

System.***out***.println("Opening Excel Document...");

}

}

// Step 4: Implement the Factory Method

// Abstract factory class with a factory method to create documents

abstract class DocumentFactory {

public abstract Document createDocument();

}

// Factory for creating Word documents

class WordDocumentFactory extends DocumentFactory {

*@Override*

public Document createDocument() {

return new WordDocument();

}

}

// Factory for creating PDF documents

class PdfDocumentFactory extends DocumentFactory {

*@Override*

public Document createDocument() {

return new PdfDocument();

}

}

// Factory for creating Excel documents

class ExcelDocumentFactory extends DocumentFactory {

*@Override*

public Document createDocument() {

return new ExcelDocument();

}

}

// Step 5: Test the Factory Method Implementation

public class DocumentFactoryTest {

public static void main(String[] args) {

// Create and open a Word document using its factory

DocumentFactory wordFactory = new WordDocumentFactory();

Document word = wordFactory.createDocument();

word.open();

// Create and open a PDF document using its factory

DocumentFactory pdfFactory = new PdfDocumentFactory();

Document pdf = pdfFactory.createDocument();

pdf.open();

// Create and open an Excel document using its factory

DocumentFactory excelFactory = new ExcelDocumentFactory();

Document excel = excelFactory.createDocument();

excel.open();

}

}

**Output:**

![](data:image/png;base64,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)

**Exercise 3: Implementing the Builder Pattern**

**Code:**

package basic;

// Step 2: Define a Product Class

// Computer class represents the product being built

class Computer {

private String cpu, ram, storage;

// Step 4: Implement Builder Pattern

// Private constructor accepts a builder object to set attributes

public Computer(ComputerBuilder computerBuilder) {

this.cpu = computerBuilder.cpu;

this.ram = computerBuilder.ram;

this.storage = computerBuilder.storage;

}

// Step 3: Implement the Builder Class

// Static nested class - the Builder

static class ComputerBuilder {

// Required and optional fields

private String cpu; // required

private String ram; // optional

private String storage; // optional

// Constructor with required field

public ComputerBuilder(String cpu) {

this.cpu = cpu;

}

// Setter method for RAM

public ComputerBuilder setRam(String ram) {

this.ram = ram;

return this; // return builder for chaining

}

// Setter method for Storage

public ComputerBuilder setStorage(String storage) {

this.storage = storage;

return this; // return builder for chaining

}

// build() method creates the final Computer object

public Computer build() {

return new Computer(this);

}

}

// Getters for Computer attributes

public String getCpu() {

return cpu;

}

public String getRam() {

return ram;

}

public String getStorage() {

return storage;

}

}

// Step 5: Test the Builder Implementation

public class ComputerTest {

public static void main(String[] args) {

// Build first computer configuration using builder

Computer computer1 = new Computer.ComputerBuilder("Intel Core i5 13th Gen").setRam("8GB").setStorage("1TB").build();

System.***out***.println("Computer1 Configuration:\nCPU: " + computer1.getCpu() + "\nRAM: " + computer1.getRam() + "\nStorage: " + computer1.getStorage());

// Build second computer configuration using builder

Computer computer2 = new Computer.ComputerBuilder("Intel Core i7 15th Gen").setRam("16GB").setStorage("512GB").build();

System.***out***.println("\nComputer2 Configuration:\nCPU: " + computer2.getCpu() + "\nRAM: " + computer2.getRam() + "\nStorage: " + computer2.getStorage());

}

}

**Output:**
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**Exercise 4: Implementing the Adapter Pattern**

**Code:**

package basic;

// Step 2: Define the Target Interface

// All payment processors should implement this common interface

interface PaymentProcessor {

public void processPayment(); // Unified method expected by the system

}

// Step 3: Implement Adaptee Classes

// These are existing or third-party payment gateway classes with their own method names

class CreditPaymentProcessor {

public void processCreditPayment() {

System.***out***.println("Processing Credit Payment...");

}

}

class DebitPaymentProcessor {

public void processDebitPayment() {

System.***out***.println("Processing Debit Payment...");

}

}

class RazorPayPaymentProcessor {

public void processRazorPayPayment() {

System.***out***.println("Processing RazorPay Payment...");

}

}

// Step 4: Implement Adapter Classes

// Each adapter implements the Target Interface and wraps an adaptee class

// Adapter for CreditPaymentProcessor

class CreditPaymentAdapter implements PaymentProcessor {

private CreditPaymentProcessor creditPaymentProcessor;

public CreditPaymentAdapter(CreditPaymentProcessor creditPaymentProcessor) {

this.creditPaymentProcessor = creditPaymentProcessor;

}

*@Override*

public void processPayment() {

System.***out***.println("Credit Payment Adapter called");

creditPaymentProcessor.processCreditPayment();

}

}

// Adapter for DebitPaymentProcessor

class DebitPaymentAdapter implements PaymentProcessor {

private DebitPaymentProcessor debitPaymentProcessor;

public DebitPaymentAdapter(DebitPaymentProcessor debitPaymentProcessor) {

this.debitPaymentProcessor = debitPaymentProcessor;

}

*@Override*

public void processPayment() {

System.***out***.println("Debit Payment Adapter called");

debitPaymentProcessor.processDebitPayment();

}

}

// Adapter for RazorPayPaymentProcessor

class RazorPayPaymentAdapter implements PaymentProcessor {

private RazorPayPaymentProcessor razorPayPaymentProcessor;

public RazorPayPaymentAdapter(RazorPayPaymentProcessor razorPayPaymentProcessor) {

this.razorPayPaymentProcessor = razorPayPaymentProcessor;

}

*@Override*

public void processPayment() {

System.***out***.println("Razor Pay Payment Adapter called");

razorPayPaymentProcessor.processRazorPayPayment();

}

}

// Step 5: Test the Adapter Implementation

public class PaymentProcessorTest {

public static void main(String[] args) {

// Using RazorPay via adapter

PaymentProcessor razorPay = new RazorPayPaymentAdapter(new RazorPayPaymentProcessor());

razorPay.processPayment();

// Using Credit Card Payment via adapter

PaymentProcessor credit = new CreditPaymentAdapter(new CreditPaymentProcessor());

credit.processPayment();

// Using Debit Card Payment via adapter

PaymentProcessor debit = new DebitPaymentAdapter(new DebitPaymentProcessor());

debit.processPayment();

}

}

**Output:**
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**Exercise 5: Implementing the Decorator Pattern**

**Code:**

package basic;

// Step 2: Define Component Interface

// This interface defines a common method for all notifiers.

interface Notifier {

public void send();

}

// Step 3: Implement Concrete Component

// A basic implementation of Notifier that sends email notifications.

class EmailNotifier implements Notifier {

public void send() {

System.***out***.println("Sending Email...");

}

}

// Step 4: Implement Decorator Classes

// Abstract Decorator Class

// This class implements Notifier and holds a reference to a Notifier object.

abstract class NotifierDecorator implements Notifier {

protected Notifier notifier; // Holds the component to be decorated

// Force subclasses to implement the send method

public abstract void send();

}

// Concrete Decorator 1: Adds SMS functionality

class SMSNotifierDecorator extends NotifierDecorator {

public SMSNotifierDecorator(Notifier notifier) {

super.notifier = notifier; // Set the component to wrap

}

*@Override*

public void send() {

System.***out***.println("Sending from SMS Notifier");

notifier.send(); // Delegate to the wrapped notifier

}

}

// Concrete Decorator 2: Adds Slack functionality

class SlackNotifierDecorator extends NotifierDecorator {

public SlackNotifierDecorator(Notifier notifier) {

super.notifier = notifier;

}

*@Override*

public void send() {

System.***out***.println("Sending from Slack Notifier");

notifier.send(); // Delegate to the wrapped notifier

}

}

// Step 5: Test the Decorator Implementation

public class NotifierDecoratorTest {

public static void main(String[] args) {

// Sending notifications via SMS and then Email

System.***out***.println("=== SMS + Email Notification ===");

NotifierDecorator smsNotifierDecorator = new SMSNotifierDecorator(new EmailNotifier());

smsNotifierDecorator.send();

// Sending notifications via Slack and then Email

System.***out***.println("\n=== Slack + Email Notification ===");

NotifierDecorator slackNotifierDecorator = new SlackNotifierDecorator(new EmailNotifier());

slackNotifierDecorator.send();

// Composing multiple decorators: Slack -> SMS -> Email

System.***out***.println("\n=== Slack + SMS + Email Notification ===");

Notifier multiChannelNotifier = new SlackNotifierDecorator( new SMSNotifierDecorator( new EmailNotifier()));

multiChannelNotifier.send();

}

}

**Output:**
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**Exercise 6: Implementing the Proxy Pattern**

**Code:**

package basic;

// Step 2: Define Subject Interface

// Common interface for RealImage and ProxyImage

interface Image {

void display();

}

// Step 3: Implement Real Subject Class

// Loads the actual image (simulating heavy operation)

class RealImage implements Image {

private String filename;

// Constructor performs the heavy loading operation

public RealImage(String filename) {

this.filename = filename;

loadImageFromDisk(); // Expensive operation

}

// Simulate image loading from disk or remote server

private void loadImageFromDisk() {

System.***out***.println("Loading image: " + filename);

}

// Displays the image

public void display() {

System.***out***.println("Displaying image: " + filename);

}

}

// Step 4: Implement Proxy Class

// Controls access to RealImage and adds lazy loading and caching

class ProxyImage implements Image {

private RealImage realImage; // Reference to the real object

private String filename;

// Constructor just stores the filename, does not load image yet

public ProxyImage(String filename) {

this.filename = filename;

}

// Display method with lazy initialization

public void display() {

if (realImage == null) {

// RealImage is only created when needed (lazy loading)

realImage = new RealImage(filename);

System.***out***.println("Loaded Image");

} else {

// Image already loaded, use cached version

System.***out***.println("Loading from Cache");

}

realImage.display(); // Delegate display to RealImage

}

}

// Step 5: Test the Proxy Implementation

public class ProxyTest {

public static void main(String[] args) {

// Using ProxyImage instead of RealImage directly

Image image = new ProxyImage("example.jpg");

// First call: Image is loaded and displayed

System.***out***.println("First display call:");

image.display();

// Second call: Image is not loaded again, uses cache

System.***out***.println("\nSecond display call:");

image.display();

}

}

**Output:**
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**Exercise 7: Implementing the Observer Pattern**

**Code:**

package basic;

import java.util.ArrayList;

// Step 2: Define Subject Interface

// Represents the observable (Stock Market) that allows observers to register, deregister, and get notified.

interface Stock {

void register(Observer observer); // Register an observer

void deRegister(Observer observer); // Remove an observer

void notifyObservers(String s); // Notify all observers with a message

}

// Step 3: Implement Concrete Subject

// Implements the Stock interface and maintains a list of registered observers

class StockMarket implements Stock {

private ArrayList<Observer> list = new ArrayList<Observer>();

// Add a new observer to the list

public void register(Observer observer) {

list.add(observer);

System.***out***.println("Observer " + observer.getName() + " added");

}

// Remove an observer from the list

public void deRegister(Observer observer) {

list.remove(observer);

System.***out***.println("Observer " + observer.getName() + " removed");

}

// Notify all registered observers with a message

public void notifyObservers(String message) {

for (Observer observer : list) {

observer.update(message);

}

}

}

// Step 4: Define Observer Interface

// Represents the observer which needs to be notified of updates

interface Observer {

String getName(); // Return observer name

void update(String message); // Update method called when subject notifies

}

// Step 5: Implement Concrete Observers

// MobileApp observer implementation

class MobileApp implements Observer {

String name;

public MobileApp(String name) {

this.name = name;

}

public String getName() {

return name;

}

// Displays the received notification

public void update(String message) {

System.***out***.println("Notification received to " + name + " : " + message);

}

}

// WebApp observer implementation

class WebApp implements Observer {

String name;

public WebApp(String name) {

this.name = name;

}

public String getName() {

return name;

}

// Displays the received notification

public void update(String message) {

System.***out***.println("Notification received to " + name + " : " + message);

}

}

// Step 6: Test the Observer Implementation

public class Observertest {

public static void main(String args[]) {

// Create observers

Observer mobileApp = new MobileApp("MobileAppObserver1");

Observer webApp = new WebApp("WebAppObserver1");

// Create the subject (StockMarket)

Stock stockMarket = new StockMarket();

// Register observers to the stock market

stockMarket.register(mobileApp);

stockMarket.register(webApp);

// Notify all observers of a stock market update

stockMarket.notifyObservers("Stock Market Crashing!");

}

}

**Output:**
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**Exercise 8: Implementing the Strategy Pattern**

**Code:**

package basic;

// Step 2: Define Strategy Interface

// This interface declares the pay() method all payment strategies must implement

interface PaymentStrategy {

void pay();

}

// Step 3: Implement Concrete Strategies

// A concrete strategy for Credit Card payment

class CreditCardPayment implements PaymentStrategy {

public void pay() {

System.***out***.println("Paying with Credit Card...");

}

}

// A concrete strategy for PayPal payment

class PayPalPayment implements PaymentStrategy {

public void pay() {

System.***out***.println("Paying with PayPal...");

}

}

// Step 4: Implement Context Class

// This class maintains a reference to the PaymentStrategy and uses it to process payments

class PaymentContext {

PaymentStrategy paymentStrategy;

// Method to change the strategy at runtime

void setPaymentStrategy(PaymentStrategy paymentStrategy) {

this.paymentStrategy = paymentStrategy;

}

// Executes the selected payment strategy

void pay() {

paymentStrategy.pay();

}

}

// Step 5: Test the Strategy Implementation

public class StartegyPatterTest {

public static void main(String[] args) {

PaymentContext paymentContext = new PaymentContext();

// Use CreditCardPayment strategy

paymentContext.setPaymentStrategy(new CreditCardPayment());

paymentContext.pay();

// Switch to PayPalPayment strategy

paymentContext.setPaymentStrategy(new PayPalPayment());

paymentContext.pay();

}

}

**Output:**

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAUEAAAA2CAYAAABZXiv8AAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAADsMAAA7DAcdvqGQAAAlkSURBVHhe7Z27jqNMFsf/s89Bt1aqlwC11EllnpFGn7TIgSMSZ44ckBE4I3DkjMRRB4hkpV2RkYzUMi9hadQurbT7ErMBYHM3BcYGc36SA3Mpqg6nTt1Ocb59//Hzj/6Pv0AQBDFFvn3/8fPPv//1z/xxgiCISfDt+4+ff/733//kjxMEQUyCv+UPEARBTAkyggRBTBoyggRBTJqRGUEOy/fhWzx/4km5cXmZAcf34fs+bpXkWGGGA9/34fsODJY/m3Bj+T8xzeQ5TIpGkFtxYUp+jgODj6yEE4FbPpxr2nfcYzmbwRP5E7eHcQOWk9YfB5bBwLg1CKNy3C8xm20R5k+0pJH8OzA1ed6TohEMNpjNZtiGgPBWmM1m59/KdvEyNx/Yiwiwmc0w2wT5E0/KOMvLDAe7+QtO7gqrs/4s8YkFzLWav3zADEP+zyPPYVI0gjUcjwE29gHK3EB/bR4xapgBUxfYLjfYB0ccU6eC/Qb2PbqhzwTJs3cq/QS55WN+WmG5T4s9nlfavcCdbZC0j4xbWMwVKIoCJT4mQg/2xx7HzO0MhrODnlwUblOtLIflr5G0a8K7PJsZDnbnm/L3pbmkIbwV7K+opYzuFAg9G5t8eQCAMRgLE7oaP0MIeK6NX69m/FwBb7VE2a11GI5/KavwsFruM0qcOY8Q21imzcubT6NIWo4JhuPjxV3h883E+lzmEJ69kS5jnkq9qST93mM5g8My51CVKtkzGFbqfSHK/9beICh9LAO3TMzVtH5uYW+AhT/HKZd+3/KXQV6eMvURreUvI8+hI28EuQV/fspWaMbAcMwImBsO1ro4V+wLkSHUDiVp1z03hhkOdi9upVIiSUMRAATcuGIwbsBc6xDbGbK3cljOHHBtbJIaxBgMcwcNAoqof9Y1rpUH3IK/RomcIpqUF02ekyKpuJmGplI+ckQGtk0aHJY/x8kT0DTg4H5gHxzP8lnNNrG+RZVWCbewP4KzzlXnn8FwTGgHF/Y+iNOIKvFaAYQCHGoqbR/yl6GVPKXqY0JT+XeT5xCRGg4zxmGtVYRutkeDY1bgABDsl/CEirfC/OERezeEoi+KQ2pmYK4KHH51l6CiCLjLS8/gGOxhewJqLkPcWkM5pAwgovLslysIpaaJb8jvk4Dy8vf84TPsVQHEqUIx+yPfQ6mSjxwcL4rA6Xf+eFMU6NoJdjz0A5I56qQCAsyYQw23WG4uBhBx/pcrD8rayugVM0xoBxvLc4UFgCOCzRKrA849mWHSUp5S9TFNE/mPWZ7l1BpBRd9lVod35hs+V5KtUhnBBzyhwsytpvGFDiV0b9KKCO+jgWHheFNDuKUPPOLjBvMtxy8BKK9xxWQwHB++c5lTfdcUiMOvzD33QHyVlfnRCHh2roHN8a4pCD8r3uxxj4NQsThXdIaFjspG9bh3R7ma2R/X5P+c8qw1gvnV4VmqZ5UmWr5P/IQu7jRaZbNQ0huMe4HeR4WC9wF77b/l+n2CUDS8MwDsPZJJ8h8cL8pQDVIbApyEgpqO701Q1yXuW/FPVwDlNdGqnjPSO+3kKV8fmyKZkZFQawQbwS3s1hrg2qnl+xlmSxuHuo5Urjd4y15gY45fqMviTTjucYgVOSrjFttQgb7gsRFuMdwZMFHHtzDRcVPCbUrPSn6XYf74BSstz7b1sRHjl2cZnY0gf1MhvGhOLWu/rlmzVG/wEb1AAECAz1DFvNTJlWNRt+wnQaTIBt5UIPwMEHyGgPoG/q5BEQdUjC5GSbDZQmhm5a4Bxi34voXaqaka9m4oMW95xIcHaFG3uwAz5mdvhKEiK8/29bEJ3eQpu6uk7+sTOhvB3ycBRXsHu4xrz97tV21I0hs0tfv3AmMSJbPSO2EYg+GsoYjOTSeQyEjXoSLERxCVO4SKta4A4usm6hk9Y4FLMRi4YcHx+93JUCTyJdXM/O4iBm452K0VhNuqFcoGBBtsMYdjGeAXpQMQL9w5fuZdHvc2DpoJx+CpBZM4LxpuNhLoT/5y8uxUHxvQRZ7v5/G4UmlI0/R9fULRRYZb8Mu80IWH2XKfPxoLIOVvBkCIEK69wasZC77y3svzwoJrQ/Z8HZd7s76GF9+7nH9i3vepzk+wgXvEVZgBZ6cDqRVZbvlYq8VVWrnyZuGGg7me8t0SIVz7A0GyVJhP+/xersinDbFMtYwvWdFXreCTl6OqrIwbMOc6Lgv4AiI8wP3Yl8xb1/m1xfqS+ALmZVRCVZ6uyr8LDeUpWx/byV9Cnum7zs9qpl99X59QNIJ3hhkOdtqh2kg+kKY+YgRBjJfOw+FuMCx0BaE7PANIEMQ0eKgRZIYJVXjRPNnAYNyCqeMBizUEQdyTuw+Hq/Zals893I9Cvm60l5YgiGFzdyNIEAQxJB46HCYIgng0ZAQJgpg0ZAQJgpg0ZAQJgpg0ZAQJgpg0IzOCUwuBeOPyUsjNXrhs3I9/JNxRUXSRqds7Ge+pPX919u7Ee4NL9iU+J83LK/N591afbG/K0PTnzvmhrZbjo2gEY8oqFWMcC3MOuMt+KhDRmrL3VUWvRjCmLD+P1J975YeM4PiQGg5TyE2iC0PTn6Hlh3gMUkbwjPKS+dA24xYsxznPN/m+D8cyUt80O18ZxdgonTuJ57+S+1PfYGs+53JJwzEYGI++55Z8aNGq+q4bYzCs1DOc6NttbT/SmJApayquSOn51Icxm5f3ksZaLcaESeRQTvQNuEv+rFZlbMWd9ecqrfNDPANSw+H4BIXclOBaeZ4t5GZCZX4epD9Vx7vnJ0vT90UMB6meIIXclGdaITfrGZr+3CY/xNipNYL54RWF3JRnyiE3h6Y/veWHGDW1RpBCbt6ASYXczDI0/ekvP8SYqTWCjWgb4o9Cbj5lyE1phqY/bfNDjJbORrB9iD8KufmMITdlGZr+tM+PPLLeB31fP1U6G8FOIf4o5OYThtyUY2j60yk/ksiGiOz7+qlSdJGp2mZUGTZTLsRfAQq5mXXbkCpvlqshH/Np9xFyM/+MhEodeJD+VKYpmZ+q9FNU5U02RGTf10+VohG8M4xCbhIdGLL+EOOg83C4GxRyk+gC6Q/RnYcaQQq5SXRhyPpDjIe7D4cLoS1jquZN7kUhXxRyc5AU3lPMo/WHGC93N4IEQRBD4qHDYYIgiEdDRpAgiElDRpAgiElDRpAgiElDRpAgiElDRpAgiElDRpAgiEnzf2YY7oV/tLw6AAAAAElFTkSuQmCC)

**Exercise 9: Implementing the Command Pattern**

**Code:**

package basic;

// Step 2: Define Command Interface

interface Command {

void execute();

}

// Step 5: Implement Receiver Class

// The actual object that performs the action

class Light {

public void on() {

System.***out***.println("Light turned on");

}

public void off() {

System.***out***.println("Light turned off");

}

}

// Step 3: Implement Concrete Commands

// Each command binds a receiver (Light) and calls one of its methods

class LightOnCommand implements Command {

private Light light;

public LightOnCommand(Light light) {

this.light = light;

}

public void execute() {

light.on();

}

}

class LightOffCommand implements Command {

private Light light;

public LightOffCommand(Light light) {

this.light = light;

}

public void execute() {

light.off();

}

}

// Step 4: Implement Invoker Class

// The invoker just knows how to execute the command

class RemoteControl {

private Command command;

public void setCommand(Command command) {

this.command = command;

}

public void pressButton() {

command.execute();

}

}

// Step 6: Test the Command Implementation

public class CommandPatternTest {

public static void main(String[] args) {

// Create receiver

Light livingRoomLight = new Light();

// Create command objects, binding them to the receiver

Command lightOn = new LightOnCommand(livingRoomLight);

Command lightOff = new LightOffCommand(livingRoomLight);

// Create invoker

RemoteControl remote = new RemoteControl();

// Turn on the light

remote.setCommand(lightOn);

remote.pressButton();

// Turn off the light

remote.setCommand(lightOff);

remote.pressButton();

}

}

**Output:**

![](data:image/png;base64,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)

**Exercise 10: Implementing the MVC Pattern**

**Code:**

package basic;

// Model: Represents the student entity with properties and getters/setters

class Student {

private String name, id, grade;

// Constructor to initialize student details

public Student(String name, String id, String grade) {

this.name = name;

this.id = id;

this.grade = grade;

}

// Getter and Setter methods for student attributes

public String getName() {

return name;

}

public void setName(String name) {

this.name = name;

}

public String getId() {

return id;

}

public void setId(String id) {

this.id = id;

}

public String getGrade() {

return grade;

}

public void setGrade(String grade) {

this.grade = grade;

}

}

// View: Responsible for displaying student information to the console (UI layer)

class StudentView {

public void displayStudentDetails(String name, String id, String grade) {

System.***out***.println("Student Details:");

System.***out***.println("Name: " + name);

System.***out***.println("Id: " + id);

System.***out***.println("Grade: " + grade);

}

}

// Controller: Acts as a mediator between the Model and View

class StudentController {

Student student; // Model

StudentView studentView; // View

// Constructor to bind model and view

public StudentController(Student student, StudentView studentView) {

this.student = student;

this.studentView = studentView;

}

// Methods to update model data through the controller

public String getName() {

return student.getName();

}

public void setName(String name) {

student.setName(name);

}

public String getId() {

return student.getId();

}

public void setId(String id) {

student.setId(id);

}

public String getGrade() {

return student.getGrade();

}

public void setGrade(String grade) {

student.setGrade(grade);

}

// Updates the view with the current state of the model

public void updateView() {

studentView.displayStudentDetails(student.getName(), student.getId(), student.getGrade());

}

}

// Test class to demonstrate the MVC pattern in action

public class MVCTest {

public static void main(String[] args) {

// Create model object

Student student = new Student("Ram", "22f24f2", "A+");

// Create view object

StudentView studentView = new StudentView();

// Create controller and associate it with model and view

StudentController studentController = new StudentController(student, studentView);

// Display initial student details

studentController.updateView();

// Update student name via controller

studentController.setName("Ram Nallan");

System.***out***.println("\nAfter Update:\n");

// Display updated student details

studentController.updateView();

}

}

**Output:**
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**Exercise 11: Implementing Dependency Injection**

**Code:**

package basic;

// Repository interface to abstract customer data access

interface CustomerRepository {

// Method to find a customer by their ID

Customer findCustomerById(String customerId);

}

// Concrete implementation of the CustomerRepository interface

class CustomerRepositoryImpl implements CustomerRepository {

*@Override*

public Customer findCustomerById(String customerId) {

// In a real application, data would come from a database

// Here we're returning a dummy customer for demonstration

return new Customer(customerId, "Ram", "ram@gmail.com");

}

}

// Model class representing a customer

class Customer {

private String id;

private String name;

private String email;

// Constructor to initialize customer object

public Customer(String id, String name, String email) {

this.id = id;

this.name = name;

this.email = email;

}

// Getters

public String getId() {

return id;

}

public String getName() {

return name;

}

public String getEmail() {

return email;

}

}

// Service class that depends on the CustomerRepository

class CustomerService {

private CustomerRepository customerRepository;

// Constructor Injection - dependency is injected through the constructor

public CustomerService(CustomerRepository customerRepository) {

this.customerRepository = customerRepository;

}

// Method to retrieve and display customer information

public void displayCustomer(String customerId) {

Customer customer = customerRepository.findCustomerById(customerId);

// Display customer details

System.***out***.println("Customer Details:");

System.***out***.println("ID : " + customer.getId());

System.***out***.println("Name : " + customer.getName());

System.***out***.println("Email : " + customer.getEmail());

}

}

// Main class to test the Dependency Injection implementation

public class Main {

public static void main(String[] args) {

// Create repository implementation (dependency)

CustomerRepository repository = new CustomerRepositoryImpl();

// Inject the repository into the service class

CustomerService service = new CustomerService(repository);

// Use the service to display a customer by ID

service.displayCustomer("C101");

}

}

**Output:**
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